
A Robotic-based Approach for CT Development: Challenges of Teaching 

Programming Concepts to Children and the Potential of Informal Learning 

Rafael ZEREGA1*, Ali HAMIDI2*, Sepideh TAVAJOH3*, Marcelo MILRAD4*

1,2,3,4 Faculty of Technology, Linnaeus University, Sweden
rafael.zerega@lnu.se, ali.hamidi@lnu.se, st222yd@student.lnu.se, marcelo.milrad@lnu.se 

ABSTRACT 
In many countries worldwide, Computational thinking (CT) 
is now considered as a fundamental skill for dealing with 
the challenges of the 21st century society. One of the most 
common ways of imparting CT knowledge in K-12 
education is by teaching programming and coding, as it 
requires applying a set of concepts and practices that are 
essential for thinking computationally. However, learning 
to program can be challenging and it may take time to 
develop these skills in the context of school activities. Thus, 
complementing formal K-12 education with after-school or 
other types of informal learning activities aimed at fostering 
CT concepts and practices among young students can be an 
alternative approach to develop these skills. During the 
summer of 2021, we carried out a series of workshops in the 
context of a summer camp taking place at a public library, 
organized by a local municipality in southern Sweden. 
These workshops (with a total teaching duration of 20 hours 
in one week) consisted of activities where children aged 11-
14 had to assemble wheeled robots and then program them 
using a visual language to make them execute different 
types of tasks and challenges. The outcomes of our study 
show that roughly one third of the participants managed to 
program the robots with code that made use of CT core 
concepts, such as conditionals, loops, and logical operators, 
among others. The rest of the children did not manage to 
successfully apply these concepts and thus they could only 
manage to program sequential linear scripts. We argue that 
learning to program and understanding some of the main CT 
concepts, which are for the most part very abstract, is a 
process that takes time and thus, extracurricular activities 
can be an effective method to complement formal education 
and help young students develop their CT and programming 
skills. 
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1. INTRODUCTION
Computational Thinking (CT) is a thought process focused 
on problem-solving that is deemed by many researchers and 
policymakers as a fundamental skill for dealing with the 
challenges of the 21st century society. Wing (2006) brought 
CT to public attention explaining the essence of this concept 
and advocating for its inclusion in the K-12 curricula. 
Grover & Pea (2018) argue that CT comprises a set of 
concepts and practices that are required for formulating a 

problem and expressing its solution effectively. Lu & 
Fletcher (2009) are more emphatic about the relevance of 
teaching CT in schools and argue that it should be taught to 
every student along with the other three R’s (reading, 
writing and arithmetic). As a result of all this advocacy, an 
increasing number of countries around the world have 
started to impart knowledge related to digital competence, 
CT, and programming, as part of their K-12 curricula. 
Although some authors argue that CT is not solely about 
programming (Grover & Pea, 2018; Wing, 2006), learning 
algorithm design to program a computer, a robot or any 
other computerized machine is an essential skill when 
attempting to solve a problem through a computational 
solution, which is one of the main goals of CT (Grover & 
Pea, 2013). 
However, to grasp the true nature of CT and to be able to 
program a computational artifact, there is a set of concepts 
and practices that must be understood (Brennan & Resnick, 
2012; Grover & Pea, 2018). Some of these concepts are 
relatively abstract; concepts like algorithmic thinking and 
sequences, using conditionals, applying loops to repeat a 
given set of actions and storing data in variables, to mention 
just a few, could at first be somewhat difficult to fully grasp. 
Regarding CT main practices such as problem 
decomposition, iterative refinement, as well as testing and 
debugging, among others, the situation is not much 
different. For instance, some studies suggest that novice 
programmers in K-12 education face difficulties when 
attempting to detect and debug errors in their code (Carter, 
2015; Haduong & Brennan, 2018). Similarly, other studies 
have focused on some of the common misconceptions 
regarding programming concepts and the difficulties that 
young students encounter when starting to learn how to 
program (Grover & Basu, 2017). Yet another study from 
Sanders & McCartney (2016) identified a few thresholds 
programming concepts that tend to be problematic for 
novice young programmers. Learning the basics of 
programming can therefore pose several challenges and that 
is why some authors suggest that this knowledge should be 
imparted at a very early age. Some scholars advocate for 
introducing children to CT and programming concepts as 
early as kindergarten education (Fessakis et al., 2013; 
Sullivan & Bers, 2016). Furthermore, Lu and Fletcher 
(2009) argue that students that have been introduced to CT 
at an early age tend to show higher probability of 
successfully learning more advanced programming later. 
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There is, nevertheless, a limited number of hours in the 
school curricula that can be dedicated to imparting these 
new subjects and therefore finding other instances to teach 
CT and programming to young students could be an 
effective way to help students learn programming concepts 
and practices. Informal learning activities addressing CT, 
such as after-school workshops can be an effective manner 
to complement K-12 formal education and let children 
acquire additional knowledge in this subject (Ker et al., 
2021). In this paper we argue that informal learning 
activities can offer students the possibility to further explore 
and test programming concepts and practices, allowing 
them to deepen their understanding of these matters in a 
friendly environment and without the stress normally 
associated to formal education as extracurricular activities 
are not subject to evaluation in form of official grades. To 
test the potential of informal learning to foster and develop 
CT skills among young students we conducted a series of 
workshops during one week with a group of young students 
aged 11-14 that had little or no previous experience in 
programming. These workshops were conducted at the 
main public library in a city in southern Sweden. We used 
educational robots, Engino ERP1, that the children had to 
assemble and then program so that they would execute a 
series of tasks and challenges. Considering all the above, we 
defined two research questions that guided this study: (1) 
What are the main challenges when teaching CT concepts 
and practices to youngsters with little or no previous 
programming experience? (2) What is the potential of 

informal learning spaces as an alternative for 
complementing the teaching of CT and programming 

concepts provided by formal K-12 education? 

The rest of this paper is organized as follows: in section two 
we provide a background regarding the relation between CT 
and programming. Section three provides a description of 
the methodology used for this study. Section four presents 
the main results and lastly, section five ends this paper 
presenting our discussions and conclusions on the results.  

2. THE ROLE OF PROGRAMMING IN CT
Many countries around the world are currently in the 
process of modifying their K-12 educational curricula to 
develop so called digital competences (Heintz et al., 2017) 
and therefore CT has increasingly gained more attention. 
CT was originally coined by computer scientist, Seymour 
Papert in his book “Mindstorms: Children, computers and 
powerful ideas” (1980). Papert was one of the pioneers of 
constructionism, a constructivist learning theory where 
students create knowledge by exploring, constructing, and 
testing. This is the reason why building plays a central role 
in constructionism. CT derives from this learning theory 
and consequently one of its main objectives is to design and 
build systems (Wing, 2006). Cuny et al., (2010) further 
developed the definition of this concept by explaining that 
CT is a thought process required to formulate a problem and 

1 https://www.engino.com/w/ 

to express its solution in an effective way so that it can be 
carried out by an information processing agent (such as a 
computer or even a person). Being able to instruct or 
program a computerized system is, therefore, a fundamental 
skill within CT (Grover & Pea, 2018; Kynigos & Grizioti, 
2018). 
To fully understand the relevance of programming within 
CT it is necessary to analyze how programming relates to 
CT and computer science (CS) as a whole. As can be 
observed in Figure 1, CT and CS are two fields of study that 
overlap only partly. In other words, CT is not solely about 
CS (and vice versa). Programming (coding) lies in the 
intersection between these two worlds and thus it is an 
important component of CT (Angevine et al., 2017). 
Although Wing (2006) argues that CT is an approach to 
problem-solving that is considerably broader than mere 
programming, she later clarifies and further develops this 
concept by explaining that CT is a thought process involved 
in formulating a problem and its solution so that this 
solution will be effectively carried out (Wing, 2011). CT 
means, therefore, using computer-based solutions to solve 
real-world problems and consequently programming is an 
essential skill necessary for applying CT. 

Figure 1. The relationship between Computer Science, 
Computational Thinking and coding (Angevine et al., 2017) 

When considering the importance of programming and 
algorithm design within CT it is then necessary to consider 
what different authors call the concepts and practices of CT 
(Brennan & Resnick, 2012; Grover & Pea, 2018). Other 
authors use different terms such as CT skills (Mills et al., 
2021) and when examining carefully all these terms it is not 
rare to find some authors using them interchangeably. 
However, regardless of the exact term used to refer to these 
different dimensions of CT, there is something that they 
have in common: they are all directly or indirectly related 
to the process of programming and building algorithms. 
Being able to have a good understanding of what these 
concepts and practices are all about is therefore essential to 
understand the process of designing algorithms and 
programming computerized devices. In this study we aim to 
analyze how the participants of the workshops mentioned 
earlier managed to make use of these CT concepts and 
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principles when they were assembling and programming 
robots. 

3. METHODOLOGY
In this section we present core aspects regarding the design 
of the study in terms of the workshops’ settings, the 
participants, the technological equipment used for teaching 
and the type of data collected for the later analysis. 

3.1. Settings and Participants 

This study was carried out based on a series of workshops 
that took place in late June 2021. These workshops were 
conducted at the main public library in a city located in 
southern Sweden to kick off the summer vacation. Five 
workshop sessions were held, from Monday to Friday, each 
session lasted for four hours. The participants were seven 
boys and two girls aged 11-14 who, although having 
received education on digital competence in school, they 
had little or no previous experience in programming. The 
workshops were led by two tutors in charge of explaining 
the topics to be learned during each session and helping the 
participants in case they request assistance (see Figure 2). 

3.2. Workshops Design and Theoretical Foundation  

As mentioned above, for this study we conducted five 
workshops, one every day from Monday to Friday. Each 
workshop had a duration of four hours (a total of 20 hours 
for the entire workshop series). Each student was given a 
laptop computer where they could visualize the assembly 
instructions and run the software required for building the 
algorithms to program the robots. The activities carried out 
in each of the five workshop sessions were as follows: (1) 
assembling the robots, learning about the sensors and 
creating simple linear algorithms, (2) using loops and 
conditionals in algorithms and learning about Boolean data 
type, (3) learning more about conditionals, using logic and 
arithmetic operators and using Integer data type, (4) using 
variables and deepening on the use of loops and 
conditionals, and (5) free practice and testing what has been 
learned during the workshop series.  
As for the programming-related activities, the main 
objective was that children would make use of the different 
types of sensors (ultrasonic sensors, infrared sensors and 
color sensors) and by designing algorithms they would 
program the robots so that they would interact with their 
surroundings and execute tasks such as, avoiding obstacles, 
following the borders of a path, deciding to turn left or right 
based on the clear space available on each side, among 
others. To instruct the robots for executing such tasks, the 
children would have to build algorithms that make use of 
programming concepts such as conditionals and loops, as 
well as using logical and arithmetic operators, among 
others. For this purpose, at the beginning of each workshop 
and before starting with the actual hands-on activities of the 
day, the tutors gave a brief keynote presentation where they 
introduced the students to different concepts of 
programming, explained how robots interact with the 

physical world and to which extent they are present in our 
daily lives. 
The assessment of the learning process for each workshop 
session was based on observing whether the robot was 
executing the task that the children had intended to program 
and by analyzing the actual algorithms that they had made 
using the block-based programming platform provided by 
the Engino ERP. 

These workshops were designed taking in consideration the 
notions of constructionism, aimed at offering student-
centered activities and allowing children to explore and test 
their ideas through building and collaborating with their 
peers and instructors (Papert & Herel, 1991). 
Constructionism, pioneered by Papert, puts the emphasis on 
allowing students to generate their own knowledge by 
building and experimenting while the educator plays the 
role of a consultant or coach. The idea was that during the 
workshop series the participants could learn about robots by 
showing them through examples that robots and other types 
of automated devices are increasingly present in our current 
society. By giving the children the chance to assemble their 
own robots and program them, so that they can interact with 
the environment, the children could not only learn CT 
concepts, but also get an insight on how robots work as well 
as understanding what is their potential to improve our lives 
and what are the risks associated with this technology. 

Figure 2. Workshops at the public library 

In addition, based on the ideas from Laurillard (2013), we 
regarded the process of teaching as a design science. For 
this study, the design of the workshop series was done 
creating learning activities based on the concepts of the 
TPACK (technological pedagogical content knowledge) 
framework for the effective use of technological tools to 
support and enhance the learning process (Mishra & 
Koehler, 2006).  

3.3. Educational Equipment 

For this study we used a set of educational programmable 
robots called Engino ERP, which is targeted to 
kindergarten, elementary and secondary students 
(depending on the model). Engino ERP is a line of 
construction kits that use various sensors that allow the user 
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to build and program robots that can interact with their 
surroundings. These robots can be programmed using a 
special software that offers a block-based programming 
environment to let children build algorithms in a syntax-free 
coding mode. The Engino ERP includes a wide range of 
sensors that allow the robots to execute different types of 
tasks as they measure different parameters from the 
environment. For this workshop series the children worked 
with three types of sensors: infrared sensor, color sensor and 
ultrasonic sensor.
3.4. Data Collection and Assessment 

During all five workshops the researchers took field notes, 
photographs, and screenshots of the computers where the 
children were building their algorithms to program the 
robots. This data was analyzed using a qualitative approach 
to identify which were some of the most challenging 
computational concepts and principles in the process of 
learning to build and program the robots. By analyzing the 
children’s code and the performance of their robotic 
creations we attempted to get an insight regarding how the 
children managed to use fundamental programming and CT 
concepts such as algorithmic sequences, conditionals, 
loops, and logical operators, among others. To assess the 
learning progress of the children during the workshops, we 
took into consideration the CT concepts and practices 
defined by Brennan & Resnick (2012).  

4. FINDINGS
This section will present the most relevant findings based 
on the data collected during the workshop series. We 
divided these findings into two areas: (1) physical assembly 
and (2) CT and programming.  

4.1. Physical Assembly 

Two types of ERP sets were used during the workshop 
activities in order to explore how constructing methods 
influence the children in terms of their CT practices, such 
as being incremental, reusing and remixing, modularizing, 
testing and evaluating. The children worked with semi-built 
robots that were to be completed and modified either by 
following the step-by-step 3D instructions, that they had on 
their computers, or by resorting to their own inventiveness. 
All nine participants preferred to build the robots based on 
their own inventive ideas rather than by following the 
instructions. The children showed more engagement when 
constructing their own creations. Several children 
mentioned that building freely was more amusing than 
building by following instructions. In addition, the children 
tended to lose both interest and focus when they faced a 
situation where the assembly process was particularly 
difficult. A big challenge that the children faced in terms of 
the physical assembly was to find the best way to mount and 
position the sensors on the robots so that they would get an 
accurate reading of the surroundings. Whereas some 
children would become frustrated and annoyed when they 
could not manage to position the sensors correctly to get an 
accurate reading, others were particularly motivated to test 

many times until they found the best way to position the 
sensors.  
4.2. CT and Programming 

As mentioned earlier, the children participating in these 
workshops had practically no previous experience doing 
any type of programming. The brief keynote presentation 
that took place at the beginning of every workshop in 
combination with the hands-on activities allowed all the 
children to get a rough understanding of what an algorithm 
is. All nine children managed to design simple linear 
algorithms that could instruct the robots to execute simple 
tasks such as going forward, turning right, left, and 
stopping. However, only four children managed to 
successfully design algorithms that made use of some of the 
main computational concepts, such as conditionals, loops, 
and logical/arithmetic operators (see Table 1). Without 
these programming concepts, the robots could only be 
instructed to execute a fixed sequence of actions (linear 
algorithm in Table 1), but they would not be able to interact 
with the environment in any way.  

Table 1. Types of Computational Concepts that the participants 
managed to successfully use in their algorithms (yes means used 

successfully). 

Student 
ID 

Linear 
Algorithm 

Loop Conditional Logic and 
arithmetic 

operators 

Variables 

1 Yes No No No No
2 Yes Yes Yes Yes No
3 Yes Yes Yes Yes No
4 Yes No No No No
5 Yes No No No No
6 Yes Yes Yes Yes Yes
7 Yes No No No No
8 Yes No No No No
9 Yes Yes No No No

As for the use of sensors, among the children that used 
sensors in their robots, the one that was used the most was 
the infrared sensor. The children mentioned that it was fun 
to use this sensor because it allows them to do many 
different tasks with it and it was easy to set up. The other 
two sensors (color sensor and ultrasonic sensor) were used 
very seldom. According to the children, the color sensor 
was hard to use because the calibration process to set it up 
required a considerable amount of trial and error to get it 
working correctly. The ultrasonic sensor, although easy to 
set up because it did not require any type of calibration, was 
used successfully by only one of the participants. It is 
important to mention that the infrared sensor uses Boolean 
data type (data that has one of two possible values: 
true/false). The color and ultrasonic sensor, on the other 
hand, use Integer data type (in this case positive whole 
numbers and zero). According to the children, working with 
Boolean data was easier and more straightforward than 
working with Integer data, which may explain why only few 
students managed to successfully use the color and 
ultrasonic sensor.  
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In the next and final section, we present our discussions and 
conclusions based on the data we collected during the 
workshop series. We divided it into five subsections to 
make it easier to connect the discussions with the topics of 
the research questions that guided this study. 

5. DISCUSSIONS AND CONCLUSIONS

5.1. The Importance and Challenges of Learning CT 

Concepts 

Learning to program requires being able to understand a set 
of CT concepts and practices, which can be a challenging 
and long process. Taking into consideration the 
computational concepts defined by Brennan & Resnick 
(2012), such as sequences, loops, and conditionals, we can 
notice that after having completed the workshops, all nine 
participants understood that an algorithm is an expression 
of a sequence of individual instructions that a computerized 
machine executes. Indeed, all nine children managed to 
instruct the robots to execute tasks such as making it move 
forward and then turn at certain points to describe, for 
example, a geometrical shape (linear algorithms). However, 
only three children managed to successfully design an 
algorithm that would include a computational concept that 
would allow the robots to use the data coming from the 
sensors to be able to interact with the environment. Basic 
control structures such as if-else conditionals, for loops and 
while loops are fundamental computational concepts to 
have a robot or other computerized machine make decisions 
based on the information that is coming from the sensors. 
Learning to build algorithms using these programming 
concepts will not only allow the robots to interact with the 
environment but it will also serve the children as a means of 
exploration and a way to create and express computer-based 
solutions to real-world problems. Engaging in 
programming offers young students the possibility to 
exercise a set of different computational concepts and 
higher order thinking skills, such as reasoning, analyzing 
and evaluation (Falloon, 2016). 

5.2. The Challenges of Building and Debugging 

Collaboratively 

The results based on the workshops we conducted suggest 
that teaching programming concepts poses some 
difficulties. Not only was it challenging for the students to 
fully understand some of the programming concepts as they 
struggled when asked to explain their own algorithms, but 
it was relatively hard for them to be able to identify the 
origin of the problem in their code when the robot was not 
able to execute the task successfully. The difficulties in 
detecting and debugging errors in the code of novice 
programmers are not uncommon and they occur even 
among students at college level (Carter, 2015). The 
situation is more evident among young students in primary 
and secondary schools. Haduong & Brennan (2018) argue 
that best practices of code debugging are, for the most part, 
undefined in K-12 education. Not being able to fix a piece 
of code can be extremely frustrating and demoralizing for 

young students and therefore it is extremely important to 
understand the relevance of teaching young students some 
basic rules regarding how to identify and debug errors in the 
code and other types of problems that may arise. The 
physical assembly was too a relevant aspect of the CT 
development and a challenge for the children as this activity 
required them to build together, communicate and exchange 
ideas, for example, when the children were discussing the 
best way to position the sensors, and when they were 
evaluating their construction methods and results.  

5.3. The Convenience of Block-based Programming for 

Novice Programmers 

Programming activities that use block-based programming 
for introducing children to CT and algorithm design are a 
good choice as the graphical interface allows them to build 
algorithms and focus on computational concepts and 
practices without the need to take care of the syntax 
associated with text-based programming. Mladenovic et al. 
(2018) sustain that most novice programmers often focus on 
the syntax of the programming language instead of the 
meaning and logic of the algorithm itself, a problem that can 
be overcome with visual block-based programming. For 
instance, during the workshops all the participants had some 
difficulties when learning about the main difference 
between if-else and while as a control structure when 
programming the robots to make decisions based on the data 
coming from the sensors. We noticed that the children felt 
very comfortable using the block-based programming 
environment of the Engino ERP as they could easily switch 
between different control structures (such as if-else and 
while) just by dragging and dropping the respective block 
elements to test different possibilities quickly and easily. 

5.4. The Potential of Informal Learning Environments 

for Developing CT Concepts and Practices in Children 

Programming is an activity that deals with abstract concepts 
and therefore one of the main challenges of teaching CT 
concepts and practices to people with little or no previous 
programming experience is to clarify misconceptions 
regarding computational concepts such as conditionals, 
loops, variables, and Boolean logic (Grover & Basu, 2017). 
Based on our findings it is possible to notice that reaching a 
full understanding of how to apply computational concepts 
and being able to successfully use control elements like 
loops and conditionals, associated with logical operators, 
can be a challenging process that takes time. Extracurricular 
activities like these workshops conducted at the public 
library can play a relevant role as a complement to formal 
education. Informal learning instances for developing CT 
and programming skills give children the chance to explore 
and test their computational creations in a friendly grade-
free learning environment. It is, however, essential that the 
teaching activities are thoroughly designed so that the tutors 
will be able to use the computational tools they have (robots 
in this case) in a meaningful way and with a strong focus on 
constructionism. Also, the tutors must be able to explain, 
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both with words and by doing, the fundamental CT concepts 
and practices to avoid some misconceptions that tend to 
arise when teaching these abstract concepts to novice young 
programmers. Lastly, by continuously giving examples of 
robotic systems used in the real world, children become 
more motivated to learn how to program robots, as they see 
them as something more real and more meaningful, giving 
the learning experience another level of authenticity. 

5.5. Future Work 

In future studies we intend to explore in which way the 
programming interface of educational robots may influence 
how students understand CT and programming concepts, 
especially among novice programmers. 
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